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**一、实验目的**

练习面向对象的图形用户界面设计、界面布局、事件设计方法。

**二、实验内容**

设计一个类似Windows计算器的Application应用程序。

**三、概要设计**

1. **需求分析过程**
2. **用户对界面的需求：**

首先，作为一个计算器，必须得有一个输出框显示输入的相关内容，然后其还应该具备基本的按键，即0-9的数字，以及‘+’‘-’ ‘\*’ ‘/’四种运算符和‘=’，当然还需要一个点‘.’来做小数的运算。有时候，还需要一个按键使得用户能够通过点击这一个按键来清空所有输入的数据。至于窗体上的菜单栏对于本次设计的简单计算器倒并不是很重要。

1. **用户对使用过程的需求：**

在设计这个计算器之前，我也只是一个使用计算器程序的用户，所以至少对于我这个用户而言，使用一个计算器的过程应该是：输入第一个计算的数，屏幕上显示出这个数，输入运算符，屏幕上显示这个运算符，然后输入第二个数，屏幕上照样显示出这个数，然后点击等号后，屏幕上出现计算的结果，点击‘C’按键，将数据重置为0。因此这一次我设计的计算器程序也是按照这个思路来进行的。

1. **总体设计方案**
2. **界面设计**

我本次设计的计算器界面主要分为四部分：**整个窗体frame：**首先设置窗体名称即该应用程序的名字：基本整数计算器，显示在窗体左上角，同时还应包括该应用程序的图标。**菜单栏：**使用MenuBar创建，包括了选项，编辑，帮助的Menu，每一项Menu下可包含多项MenuItem。**显示框**：在ContentPane内使用TextFiled构建，用以显示用户输入的操作（默认为0），**操作框**：即一系列的按钮，同样在ContentPane中，TextFiled以下，使用Botton创建，包括了0-9的数字按键，小数点，加减乘除四则运算符号以及清空键C。整体布局从上到下依次为：窗体名称，菜单栏，显示框，操作框，整体布局分明。用户能够使用此计算器进行简单的整数四则运算，并且能够看到自己每一步进行的操作是什么。

1. **事件设计**

（从用户使用的角度出发，分析需要设计哪些事件、各个事件应完成怎样的功能）

对于用户而言，使用计算器的时候，每点击一个按键，程序都应该作出相应的反应回馈，因此我的设计思路是：对于每一个按键均设置相应的点击事件，用户点击0-9的数字按键以及加减乘除运算符的时候，均在显示框内显示出用户点击即输入的内容。另外，当用户点击‘=’时，不再显示‘=’，而是直接显示出计算的结果。当然，用户点击C后，显示框内应重置为0。举个例子，当用户点击1时，屏幕上就显示出1，点击‘+’，屏幕显示‘+’，再点击1，屏幕又出现一个‘1’，最后点击‘=’，屏幕上输出计算结果‘2’，最后点击C，屏幕上输出内容又重置为0。当然也可以不使用C清空，再此输入别的数即可覆盖结果继续进行下次运算。总的来说，最重要的事件如下：对于0-9的每一个按键，在点击的时候，屏幕上应输出相应的数字；对于运算符来讲，点击一次，首先需要一个变量储存当前屏幕上的数，然后再在屏幕上显示出当前输入的运算符，然后输入下一个数；最后点击‘=’时，应再使用一变量储存当前屏幕上即用于计算的第二个数，并将其与第一个数进行上一步输入的运算符代表的运算，然后将结果输出到屏幕上。

**四、详细设计**

**1、类的设计**

在Eclipse中选中一个项目内的一个包，右键点击new一个other，在下面的菜单中选中WindowBuilder中的Swing Designer内的Application Window（也可选择JPanel），在此以Application Window为例。接着输入这个类的名称，注意首字母大写，然后点击finish即可。新建的类中会自动填充一些代码，这些代码的功能就是创建了一个窗体对象，这个窗体具体长什么样，点击Design即可进入一个可视化界面，看到刚刚创建的窗体对象。再次点击Source可回到查看源代码。此后在Design内进行的可视化操作会反应到Source中生成或修改相应的代码；同样，在Source中写入或修改一些代码也会改变Design中窗体对象外观。

**2、界面设计**

整个计算器程序是一个frame窗体，但这个窗体最初是空白的，内部面板上也什么都没有，我们要做的就是在这个窗体里面增加一些东西，使其成为一个计算器程序。首先，设置窗体的名字：基本整数计算器。接着在窗体顶部下方独立于内部面板使用Menubar构建一个菜单栏，包括选项，编辑，帮助等可选项，每一项下还可包括若干个MenuItem。接着在ContentPane面板上紧贴菜单栏使用TextField创建一个文本输出框，用以显示用户输入的相关数据，运算符等，并且默认显示为0。剩下的就是设置按键，使用Button在面板内部，输出框下方构建若干个按钮有规律地分布开来，修改每一个按键显示的文本从而使其分别代表数字，运算符，等号等一系列需要使用的按键。

1. **事件设计**

在上文中已经初步说明了各个按键所对应的事件达到的效果，接下来将深入分析各个事件的工作流程。首先，在设计一切事件之前需要做一些准备：

**（1）**定义一个整型的num1变量用于存储进行两个数的运算时的第一个运算数；

**（2）**定义一个整型的oper变量来代表当前进行的操作，并将其初始化为0表示未进行任何操作，其值1，2，3，4，5分别对应输入‘+’‘-’‘\*’‘/’‘=’；

**（3）**定义一个boolean类型的变量operJustPressed用于判断是否输入了运算符，并初始化为false，当输入了运算符后，将其值置为true。接下来我会对每一类事件进行详细地描述：

1、**点击0-9的数字：**当用户点击数字按键的时候将触发该事件，步骤主要分为：

**（1）判断是否输入了运算符。**即判断此时点击输入的数字是运算的第一个数还是第二个数。由于之前使用了变量operJustPressed来表示是否输入了运算符，因此可用if(operJustPressed)语句来完成条件判断。以数字1为例，如果是第一次输入，则首先获取当前屏幕上的值即0，储存在变量i里，然后将屏幕上的输出值置为(i\*10)+1，、于是此时屏幕上应显示1，第二次点击1，获取当前屏幕上的值1储存在i中，然后按规则(i\*10)+1屏幕上会显示11，由此往后类推**；**如果条件成立，说明这是输入的第二个数也就是说在此之前刚刚输入了一个操作符并且这个操作符显示在了屏幕上，那么当用户再次点击1时，屏幕上应该开始显示用户输入的第二个数，也就是应该先输出一个1，并把oper置为0，意味着当用户下次点击1时将按照没输入运算符时的规则进行操作，即再点击一次1，屏幕上会显示11，再点击会显示111等。

**（2）判断是否输入了等号。**由于之前使用了oper这一变量代表用户输入的符号，oper==5代表用户刚刚点击了‘=’即刚刚完成了一次运算输出了结果，那么使用else if(oper == 5)判断条件成立的话意味着用户在进行下一次的运算了，即屏幕上本次运算的结果应被覆盖，并且显示用户点击的用于下次运算的数值。同样以1为例，用户完成一次运算后再次点击‘1’时，首先将屏幕上显示的数值设为1，然后将oper置为0，意味着接下来用户再次点击1时将按前述的基本规则进行操作，即先获取值1储存在i内，然后设置输出的值为(i\*10)+1。这一步判断的主要目的是当用户点击‘=’输出计算结果后再次点击数字，可以实现对上一步计算结果的清空，以及新输入数的显示。

**（3）**点击数字0之后，操作大部分与其余数字相同，只不过在if(operJustPressed)判断条件不成立即未输入运算符时，不再是像1一样显示(i\*10)+1的结果，而是直接显示(i\*10)的结果。

**2、点击运算符：**当用户点击运算符时触发该事件。以加法为例，为了实现连续的计算，在用户每次点击‘+’后都需判断此前是否输入过运算符，如果用户此前已经输入过了‘+’，说明刚刚已经完成了一次加法的运算，按照先前的思路，第一个数存储在变量num1里，第二个数存储在变量i里，由于这是第二次输入‘+’，最终计算结果我也是以num1表示，因此首先需要对num1的值进行改变即令num1 = num1 + i，举个例子，就是说如果用户已经输入了“1+1”，那么当用户再次点击‘+’时，会首先完成一次加法运算，使得此时的num1 = 2，然后再将刚点击的‘+’显示在屏幕上，当然最后需要把oper置为1，operJustPressed置为true。那么对于其他的运算也是一样的，在用户点击每种运算符时都会判断oper的值，如果是1，则说明先进行过加法运算，则使num1 = num1 + i；若i = 2，则使num1 = num1 – i；若i = 3，则使num1 = num1 \* i；若i = 4，则使num1 = num1 / i。最后总结一下，总体思路是把连续的计算转化为两个数之间的运算，使用num1来存储用于计算的第一个数，变量i存储用于计算的第二个数，当用户每次点击运算符时都要判断此前是否输入过运算符，输入的是什么运算符，从而先进行一次相关的运算并把得到的值赋给num1，实现计算数的“合二为一”，然后再输入下一个数，再输入运算符，又再次进行相关运算把结果赋给num1这一个变量，然后再输入数……以此类推，实现连续的运算。

**3、点击等号：**当用户点击‘=’时，说明需要运算的数以及运算符已经输入完毕了，现在需要得到结果，那么在此我使用了一个switch语句来判断最后输入的运算符是什么。根据上述对运算符事件的设计我们知道，每当用户点击一个运算符都会完成一次运算，也就是说当用户点击‘=’时实际上就只剩两个需要进行运算的数了，即之前运算的结果和最后输入的一个数。使用switch(oper)根据oper不同的值进行最后一次运算（还是把当前屏幕上的数存储在变量i里）：若oper =1，num1 = num1 + i；若oper =2，num1 = num1 - i；若oper =3，num1 = num1 \* i；若oper =4，num1 = num1 / i。最终将num1转化为字符串显示在屏幕上即可。

**以上所有操作最重要的有两点：**

**（1）**获取屏幕框中的值后（此时为String类型）需将其转换为int型，使用到了Interger类的parseInt()方法，方法要求传入一个String类型的字符串，结果返回一个与该字符串对应的整型数字。具体操作为i = Interger.parseInt(txtview.getText());

**（2）**以点击1为例，操作**(**i\*10)+1的结果为整型，要将其显示在输出框内需要先将其转换为String字符串类型，只需用其加上一个空的字符串即可（基本类型+String最终都会转换为String类型）。具体实现为：txtview.setText((i\*10+1)+ '' '');

**五、实验结果**

在本次实验结果的测试过程中，我首先分别对加减乘除运算单独验证结果的正确性，然后再对多种混合运算验证其正确与否。**（结果均只考虑整数且不考虑运算优先级）**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 输入表达式 | 应得结果 | 实得结果 | 正误判断 | 结论 |
| 25+35+46= | 106 | 106 | 正确 | 该应用程序能正确完成整数加法的计算 |
| 12-45-32= | -65 | -65 | 正确 | 该应用程序能正确完成整数减法的计算 |
| 4\*3\*8= | 96 | 96 | 正确 | 该应用程序能正确完成整数乘法的计算 |
| 560/5/4/2= | 14 | 14 | 正确 | 该应用程序能正确完成整数除法的计算 |
| 58+20-30+2= | 37.5 | 35 | 不考虑小数情况下正确 | 该应用程序能正确完成整数加减混合运算 |
| 18\*2\*3/4= | 27 | 27 | 正确 | 该应用程序能正确完成整数乘除混合运算 |
| 19+2\*2-4+20/4= | 14.5 | 14 | 不考虑小数情况下正确 | 该应用程序能正确完成整数四则混合运算 |
| 23-12=+2\*3/2 | 19.5 | 19 | 不考虑小数情况下正确 | 该应用程序能正确完成整数四则混合运算 |
| 120\*5=-10/2=+50= | 345 | 345 | 正确 | 该应用程序能正确完成整数四则混合运算 |

由一系列的测试数据得到最后的实验结果：**本次设计的计算器程序能满足用户进行整数四则运算的需求。（不考虑优先级）**

**六、讨论与分析**

1. **对课程知识点的理解：**

本次实验的主题就是利用WindowBuilder创建一个具有图形用户界面的应用程序。那么在实验过程中，首先是学到了利用WindowBuilder来创建类的过程（包括了JFrame类和Application Window类两种）。也认识到由于利用JFrame来创建对象是将JFrame作为了父类，因此其子类本身就是一个窗体类，所以可以直接new一个该类的实例对象，然后在构造方法里面实现对该窗体的初始化，并且再创建一个JPanel对象（窗体内部的面板）完成初始化，就完成了整体窗体的搭建，之后就是往内部再填充别的东西了。但是对于Application Window，以此创建的类并没有继承自任何类，因此要创建一个窗体就需要先在类体中定义一个JFrame类型的属性frame，然后在创建本类对象window的时候同时创建一个JFrame对象frame，即创建了一个窗体，并完成相关大小的初始化。然后可利用window对象访问其属性frame实现对窗体的操作。

然后说说Source和Design的关系。本身所有的操作都可以在Source界面里面通过写代码来完成，但是WindowBuilder为我们提供了一个可视化的Design界面，大大方便了图形用户界面的设计。同时需要明白的是，二者之间是互通的，改变源代码，Design界面中的窗体会发生变化，同时在Design界面中对窗体进行可视化操作后的结果也会反应到Source中的源代码上。

1. **对设计过程的理解：**

通过本次实验，在程序设计过程上最大的感触就是，当我们在设计一个程序的时候，一定要从用户的角度考虑，那么这时候就需要把自己想象成一个在使用这个程序的用户，如果我是用户，我会想要一个什么样的界面，我点击窗体上的各个按键又会分别触发什么样的效果。具体到计算器，如果我是用户，首先我想要一个清楚明了的界面，上方有个菜单栏，下面有一个屏幕显示数据，再往下是一个个的按键，因此我们需要首先设计出这个窗体的外形。有了清楚的界面后，接着我想要点哪个数字，屏幕上就出现哪个数字，点‘+’就做加法，点‘-’就做减法，因此我们又需要去思考如何设计每一个按键对应的事件，当用户点击每个按键时会触发什么效果，屏幕上又会显示什么东西。所以整个设计过程实际上就是在跟着用户的想法走，考虑用户的需求，实现用户的需求。

1. **实验结果的分析：**

实验结果在第**五**点中已经详细地进行了分析：输入任意长度的表达式，在不考虑运算优先级的情况下，能够正确完成整数的四则运算并在屏幕上显示正确的结果。同时可以先进行一部分计算，点击‘=’显示出结果后再在此结果的基础上点击运算符继续运算也是可以的，同样能得到正确的结果。

1. **需要引起注意的问题：**
2. 由于本计算器只能进行整数的四则运算，因此需要保证输入的数以及计算的过程中不出现小数，并且做除法的时候被除数不能小于除数，否则会出现错误的结果。后期会对此进行改进，实现小数的计算。
3. 本计算器目前能够实现用户点击什么，屏幕上就显示什么，但是显示的仅仅是单个的字符，也就是说如果先后点击1+1，屏幕上并不会把1+1这整个表达式显示出来，因此如果输入的表达式过长就会使得整个计算过程不直观。

**七、附录：关键代码**

**（1）首先是最重要的三个变量：**

**int** num1 = 0; //储存第一个操作数

**int** oper = 0; //代表操作符(0,1,2,3,4,5分别代表无，加减乘除，等号)

**boolean** operJustPressed = **false**; //判断是否输入运算符

**（2）对于运算符事件，在此只展示加法，其余均类似：**

JButton btnplus = **new** JButton("+");

btnplus.addActionListener(**new** ActionListener() {

**public** **void** actionPerformed(ActionEvent e) {

**if**(oper == 1) { //之前输入过加号

**int** i = Integer.*parseInt*(txtview.getText()); //获取当前屏幕上的值，转化为整型赋给变量i（第二个操作数）

num1 = num1 + i; //num1原是第一个操作数，为了实现连续计算，先将前两个操作数合并

txtview.setText("+"); //屏幕上显示加号

operJustPressed = **true**; //输入了运算符，该变量置为true

}

**else** **if**(oper == 2) { //之前输入过减号

**int** i = Integer.*parseInt*(txtview.getText());

num1 = num1 - i; //与上同理

txtview.setText("+");

operJustPressed = **true**;

}

**else** **if**(oper == 3) { //之前输入过乘号

**int** i = Integer.*parseInt*(txtview.getText());

num1 = num1 \* i;

txtview.setText("+");

operJustPressed = **true**;

}

**else** **if**(oper == 4) { //之前输入过除号

**int** i = Integer.*parseInt*(txtview.getText());

num1 = num1 / i;

txtview.setText("+");

operJustPressed = **true**;

}

**else**{ //第一次输入运算符

num1 = Integer.*parseInt*(txtview.getText());//获取当前屏幕上的值，转化为整型赋给变量num1（第一个操作数）

operJustPressed = **true**;//表示刚刚点击了操作符

txtview.setText("+");//屏幕上显示加号

}

oper = 1; //表示刚刚点击了加号

}

});

**（3）接下来是数字按键事件，在此只展示数字1，其余均类似：**

JButton btn1 = **new** JButton("1");

btn1.addActionListener(**new** ActionListener() {

**public** **void** actionPerformed(ActionEvent e) {

**int** i;

**if**(operJustPressed) { //表示刚按了运算符

txtview.setText("1"); //屏幕上显示1

operJustPressed = **false**; //已经进行了操作后将该变量置为false，后续再次输入运算符时再置为true，防止干扰。再次输入数字按第一次输入判断

}

**else** **if**(oper == 5) { //oper == 5 意为此前输入了等号，说明已经完成了一次运算

txtview.setText("1"); //清空结果，显示1

oper = 0; //oper置为0，往后再次输入运算符时再改变oper的值，防止干扰。再次输入数字按第一次输入判断

}

**else** { //没按运算符

i = Integer.*parseInt*(txtview.getText()); //说明输入的是第一个数

txtview.setText((i\*10 + 1)+""); //由于界面上初始化为0，（i\*10 + 1）可实现点击1显示1，再次点击1，显示11，以此类推

}

}

});

**由于0不能作为除数，因此需要多一步判断（若在输入了‘/’的前提下，再次输入0，则报错）：**

**if**(oper == 4) {

txtview.setText("除数不能为0！");

}

**（4）最后是等号的设计，思路是利用switch语句：**

JButton btnequal = **new** JButton("=");

btnequal.addActionListener(**new** ActionListener() {

**public** **void** actionPerformed(ActionEvent e) {

**int** i;

String s;

**switch**(oper) {

**case** 1: //表示进行加法

i = Integer.*parseInt*(txtview.getText());//获取当前屏幕上的值，转化为整型赋给变量i

num1 = num1 + i; //因为进行的是加法，因此num1 = num1 + i

s = num1+""; //输出的结果

txtview.setText(s);//输出字符串s

**break**;

**case** 2: //表示进行减法

i = Integer.*parseInt*(txtview.getText());

num1 = num1 - i; //因为进行的是减法，因此num1 = num1 - i

s = num1+"";

txtview.setText(s);

**break**;

**case** 3: //表示进行乘法

i = Integer.*parseInt*(txtview.getText());

num1 = num1 \* i; //因为进行的是乘法，因此num1 = num1 \* i

s = num1+"";

txtview.setText(s);

**break**;

**case** 4: //表示进行除法

i = Integer.*parseInt*(txtview.getText());

num1 = num1 / i; //因为进行的是除法，因此num1 = num1 / i

s = num1+"";

txtview.setText(s);

**break**;

}

oper = 5; //表示点击了等号

num1 = 0; //num1既是操作数，也是结果数，因此每完成一次计算后应将其置为0

}

});